**QUESTION:**

Design an algorithm and implement matrix chain multiplication problem using dynamic programming approach.

**PSEUDOCODE:**

function findOptimalSolution(sTable, index, secondaryIndex):

    if index = secondaryIndex print("A" + index)

    else:

        print("(")

        findOptimalSolution(sTable, index, sTable[index][secondaryIndex])

        findOptimalSolution(sTable, sTable[index][secondaryIndex] + 1, secondaryIndex)

        print(")")

function matrixChainMultiplication(dimension, numberOfMatrices, mTable, sTable):

    for index from 1 to numberOfMatrices mTable[index][index] = 0

    for element from 2 to numberOfMatrices:

        for index from 1 to numberOfMatrices - element + 1:

            secondaryIndex = index + element - 1

            mTable[index][secondaryIndex] = maxValueOfIntDataType

            for tertiaryIndex from index to secondaryIndex - 1:

                temporaryValue = mTable[index][tertiaryIndex] + mTable[tertiaryIndex + 1][secondaryIndex] + dimension[index - 1] \* dimension[tertiaryIndex] \* dimension[secondaryIndex]

                if temporaryValue < mTable[index][secondaryIndex]:

                    mTable[index][secondaryIndex], sTable[index][secondaryIndex] = temporaryValue, tertiaryIndex

function main():

    numberOfMatrices = input()

    dimension[numberOfMatrices] = input()

    initialize sTable[100][100], mTable[100][100]

    matrixChainMultiplication(dimension, numberOfMatrices, mTable, sTable)

    print("Minimum number of scalar multiplications: mTable[1][numberOfMatrices]")

    print("Optimal solution: findOptimalSolution(sTable, 1, numberOfMatrices)")

    print("M table: ")

    for index from 1 to numberOfMatrices:

        for secondaryIndex from 1 to numberOfMatrices:

            print(mTable[index][secondaryIndex])

        newLine;

    print("S table: ")

    for index rom 1 to numberOfMatrices:

     for secondaryIndex from 1 to numberOfMatrices:

        print(sTable[index][secondaryIndex])

    newLine;

**CODE:**

#include <stdio.h>

#include <limits.h>

void findOptimalSolution(int sTable[][100], int index, int secondaryIndex) {

    if (index == secondaryIndex) printf("A%d", index);

    else

    {

        printf("(");

        findOptimalSolution(sTable, index, sTable[index][secondaryIndex]);

        findOptimalSolution(sTable, sTable[index][secondaryIndex] + 1, secondaryIndex);

        printf(")");

    }

}

void matrixChainMultiplication(int dimension[], int numberOfMatrices, int mTable[][100], int sTable[][100])

{

    int index, secondaryIndex, tertiaryIndex, element, temporaryValue;

    for (index = 1; index <= numberOfMatrices; index++) mTable[index][index] = 0;

    for (element = 2; element <= numberOfMatrices; element++)

    {

        for (index = 1; index <= numberOfMatrices - element + 1; index++)

        {

            secondaryIndex = index + element - 1;

            mTable[index][secondaryIndex] = INT\_MAX;

            for (tertiaryIndex = index; tertiaryIndex <= secondaryIndex - 1; tertiaryIndex++)

            {

                temporaryValue = mTable[index][tertiaryIndex] + mTable[tertiaryIndex + 1][secondaryIndex] + dimension[index - 1] \* dimension[tertiaryIndex] \* dimension[secondaryIndex];

                if (temporaryValue < mTable[index][secondaryIndex])

                {

                    mTable[index][secondaryIndex] = temporaryValue;

                    sTable[index][secondaryIndex] = tertiaryIndex;

                }

            }

        }

    }

}

int main()

{

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    int numberOfMatrices, index, secondaryIndex;

    printf("Enter the number of matrices: ");

    scanf("%d", &numberOfMatrices);

    int dimension[numberOfMatrices + 1], mTable[100][100], sTable[100][100];

    printf("Enter dimensions of matrices: ");

    for (index = 0; index <= numberOfMatrices; index++) {

        scanf("%d", &dimension[index]);

    }

    matrixChainMultiplication(dimension, numberOfMatrices, mTable, sTable);

    printf("\n\nMinimum number of scalar multiplications: %d\n", mTable[1][numberOfMatrices]);

    printf("Optimal parenthesization: ");

    findOptimalSolution(sTable, 1, numberOfMatrices);

    printf("\n\n\n");

    printf("The M-table is given as follows:\n\n");

    for (index = 1; index <= numberOfMatrices; index++) {

        for (secondaryIndex = 1; secondaryIndex <= numberOfMatrices; secondaryIndex++) {

            if (index > secondaryIndex) printf("       .");

            else printf("%8d", mTable[index][secondaryIndex]);

        }

        printf("\n\n");

    }

    printf("\nThe S-table is give as follows:\n\n");

    for (index = 1; index <= numberOfMatrices; index++) {

        for (secondaryIndex = 1; secondaryIndex <= numberOfMatrices; secondaryIndex++) {

            if (index >= secondaryIndex) printf("    .");

            else printf("%5d", sTable[index][secondaryIndex]);

        }

        printf("\n\n");

    }

    return 0;

}

**OUTPUT:**
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**QUESTION:**

Implement N-Queens problem using backtracking technique.

**PSEUDOCODE:**

function printSolution(board, numberOfQueens):

    for row from 0 to numberOfQueens:

        for column from 0 to numberOfQueens:

            print(board[row][column])

        print(newLine)

function underAttack(board, row, column):

    for index from 0 to row:

        if any of:

            board[index] == column or

            board[index] - index == column - row or

            board[index] + index == column + row

            then: return true

        return false

function nQueens(board, row, numberOfQueens):

    if row is numberOfQueens: return true

    for column from 0 to numberOfQueens:

        if not underAttack(board, row, column):

            board[row] = column

            if nQueens(board, row + 1, numberOfQueens): return true

            board[row] = -1

    return false

function main():

    numberOfQueens = input()

    board[numberOfQueens][numberOfQueens] = -1

    if nQueens(board, 0, numberOfQueens) printSolution(board, numberOfQueens)

    else print("No solution")

    return

**CODE:**

#include <stdio.h>

#include <stdbool.h>

void printSolution(int board[], int numberOfQueens)

{

    for (int index = 0; index < numberOfQueens; index++)

    {

        for (int secondaryIndex = 0; secondaryIndex < numberOfQueens; secondaryIndex++)

        {

            if (board[index] == secondaryIndex) printf("Q\t");

            else printf(".\t");

        }

        printf("\n\n\n");

    }

    printf("\n");

}

bool underAttack(int board[], int row, int column)

{

    for (int index = 0; index < row; index++) if (board[index] == column || board[index] - index == column - row || board[index] + index == column + row) return true;

    return false;

}

bool nQueens(int board[], int row, int numberOfQueens)

{

    if (row == numberOfQueens) return true;

    for (int column = 0; column < numberOfQueens; column++)

    {

        if (!underAttack(board, row, column))

        {

            board[row] = column;

            if (nQueens(board, row + 1, numberOfQueens)) return true;

            board[row] = -1;

        }

    }

    return false;

}

int main()

{

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    int numberOfQueens;

    printf("Enter the number of queens: ");

    scanf("%d", &numberOfQueens);

    int board[numberOfQueens];

    for (int index = 0; index < numberOfQueens; index++) board[index] = -1;

    if (nQueens(board, 0, numberOfQueens))

    {

        printf("\n\nHere is one of many solutions for the given number of queens:\n\n");

        printSolution(board, numberOfQueens);

    }

    else printf("\nAn appropriate solution for the given number of queens was not found.\n");

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**QUESTION:**

Design an algorithm using Naïve approach to check whether given pattern P is plagiarized in given Text T.

**PSEUDOCODE:**

function naiveMethod():

    textSize, text, patternSize, pattern = input()

    patternCount = 0

    for index from 0 to textSize:

        counter = 0

        for secondaryIndex from 0 to patternSize:

            if pattern[secondaryIndex] = text[index + secondaryIndex] counter++

            else break

        if counter = patternSize:

            print index of pattern

            patternCount++

    if patternCount = 0 print("No pattern was found!")

    else print the number of patterns found

function main():

    naiveMethod()

**CODE:**

#include <stdio.h>

void naiveMethod()

{

    int textSize, patternSize, index, secondaryIndex, counter, patternCount = 0;

    printf("Enter the size of the text: ");

    scanf("%d", &textSize);

    char text[textSize + 1];

    printf("Enter the text: ");

    scanf("%s", &text);

    printf("\nEnter the size of the pattern: ");

    scanf("%d", &patternSize);

    char pattern[patternSize];

    printf("Enter the pattern: ");

    scanf("%s", &pattern);

    for (index = 0; index < textSize; index++)

    {

        counter = 0;

        for (secondaryIndex = 0; secondaryIndex < patternSize; secondaryIndex++)

        {

            if (pattern[secondaryIndex] == text[index + secondaryIndex]) counter++;

            else break;

        }

        if (counter == patternSize)

        {

            printf("\nAn instance of the pattern was found at index %d", index);

            patternCount++;

        }

    }

    if (patternCount == 0) printf("\nThe given pattern was not found in the string provided.");

    else printf("\n\nA total of %d pattern(s) were found!", patternCount);

}

int main()

{

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    naiveMethod();

    return 0;

}

**OUTPUT:**
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**QUESTION:**

Implement Rabin Karp algorithm to check whether given pattern P is plagiarized in given Text T.

**PSEUDOCODE:**

function rabinKarp(textSize, text, patternSize, pattern, hashValue):

    base = input()

    int: spuriousHits = 0

    for index from 0 to patternSize:

        hash = (hash \* base) % hashValue

    for index from 0 to patternSize:

        patternHash = (base \* patternHash + pattern[index]) % hashValue

        textHash = (base \* textHash + text[index]) % hashValue

    for index from 0 to textSize + 1:

        if patternHash = textHash:

            for secondaryIndex from 0 to patternSize:

                if text[index + secondaryIndex] != pattern[secondaryIndex]:

                break

            if secondaryIndex = patternSize print("Match found at {index}")

            else add 1 to spuriousHits

        if index < textSize - patternSize:

            textHash = (base \* (textHash - text[index] \* hash) + text[index + patternSize]) % hashValue

            if textHash < 0:

                textHash = textHash + hashValue

    print(spuriousHits)

function main():

    textSize, text, patternSize, pattern = input()

    hashValue = input()

    rabinKarp(textSize, text, patternSize, pattern, hashValue)

**CODE:**

#include <stdio.h>

#include <string.h>

void rabinKarp(int textSize, char text[], int patternSize, char pattern[], int hashValue)

{

    int index, secondaryIndex, textHash = 0, patternHash = 0, hash = 1, spuriousHits = 0, base = 256;

    printf("Choose a base for the hash function: ");

    scanf("%d", &base);

    printf("\n\n");

    for (index = 0; index < patternSize - 1; index++) hash = (hash \* base) % hashValue;

    for (index = 0; index < patternSize; index++)

    {

        patternHash = (base \* patternHash + pattern[index]) % hashValue;

        textHash = (base \* textHash + text[index]) % hashValue;

    }

    for (index = 0; index <= textSize - patternSize; index++)

    {

        if (patternHash == textHash)

        {

            for (secondaryIndex = 0; secondaryIndex < patternSize; secondaryIndex++) if (text[index + secondaryIndex] != pattern[secondaryIndex]) break;

            if (secondaryIndex == patternSize) printf("Pattern found at index %d \n", index);

            else spuriousHits++;

        }

        if (index < textSize - patternSize)

        {

            textHash = (base \* (textHash - text[index] \* hash) + text[index + patternSize]) % hashValue;

            if (textHash < 0) textHash = textHash + hashValue;

        }

    }

    printf("\nA total of %d spurious hit(s) were encountered!", spuriousHits);

}

int main()

{

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    int textSize, patternSize, hashValue = 121;

    printf("Enter the size of the text: ");

    scanf("%d", &textSize);

    char text[textSize + 1];

    printf("Enter the text: ");

    scanf("%s", &text);

    printf("\nEnter the size of the pattern: ");

    scanf("%d", &patternSize);

    char pattern[patternSize];

    printf("Enter the pattern: ");

    scanf("%s", &pattern);

    printf("\nEnter a hash value (preferablly a prime number): ");

    scanf("%d", &hashValue);

    rabinKarp(textSize, text, patternSize, pattern, hashValue);

    return 0;

}

**OUTPUT:**

![A screenshot of a computer

Description automatically generated with medium confidence](data:image/png;base64,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)